ABSTRACT
When starting a new task, a software developer must typically find one or more starting points amongst many resources (e.g., source code and other files) forming the software system. In this paper, we consider how we might recommend one resource as an initial starting point, saving the developer the effort of having to search or use other means to find the point. Using data from the open source Eclipse Mylyn project, we investigate whether resources considered and changed for other tasks may be used to recommend a starting point for a current task.
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1. INTRODUCTION
Performing a task often requires consulting or changing more than one resource (e.g., source file) [13]. For many tasks, several resources must be located, considered and sometimes changed. Finding the resources necessary to reason about and change can be time consuming [9]. Ideally, a recommender could suggest all of the resources needed to complete a task so that the software developer can focus their attention on understanding those resources and changing them correctly to complete the task. In this paper, we consider a first step towards this ideal goal by investigating whether it is possible to recommend a resource as potential starting point to the developer working on the task.

We consider whether it is possible to construct a recommender that uses the similarity of task descriptions and the overlap of considered and changed resources associated with the similar tasks as the basis for recommending a potential starting resource. To test this hypothesis, we used data from the Eclipse Mylyn open source project that includes both resources considered and resources changed per task within its repositories. We found that a simple approach resulted in a precision of 0.21 for recommending a single starting point. Our initial results are encouraging but also indicate the need for substantial improvement before a useful technique can be provided.

We begin by comparing our approach to existing work (Section 2). We then consider whether there is sufficient overlap in the data in the repositories of Eclipse Mylyn to make recommendations possible (Section 3) and report on the results of applying one recommendation algorithm to this problem (Section 4). We conclude with a discussion of a few of the many open issues (Section 5) before summarizing the results (Section 6).

2. RELATED WORK
Finding starting points for a task is similar to several other problems that have been tackled in software engineering research, including determining features (e.g., [2] [14] [1]), locating concepts or aspects (e.g., [7] [3] [11]), and finding the next code to change as part of a task (e.g., [16] [8] [15]), amongst others. The approaches taken to these problems typically use one of four different approaches: dynamic analysis, static analysis, textual analysis, or data mining. The approach we take in this paper is most similar to those used in textual analysis and data mining.

Empirical studies have shown that developers typically attempt to find starting points using search terms related to the task about to be performed (e.g., [5]). Various textual analysis approaches have been taken to help streamline this search process. For example, Marcus and colleagues retrieve concepts from a corpus of externally defined concepts and enable developers to use that as a base to find information relevant to those concepts in the code of interest [7]. As another example, Topic XP extracts topics related to resources and uses those extracted topics to recommend other similarly related resources [11]. While these style of approaches help streamline searching by providing a concept-based search, they still require the developer to formulate a search. We are interested in streamlining this further by providing recommended resources without requiring a developer to formulate a query.

The approach we consider in this paper is based on data mining. A number of existing tools take such an approach. An early example is Hipikat which brought information from multiple repositories into a central schema, allowing recommendations to be made of such information as which change...
done in the past and which files changed in the past are similar to a current change [1]. In this use, Hipikat could provide a recommendation of starting points associated with the most similar task done in the past. We hope to improve the accuracy of such a recommendation by considering how multiple past tasks were completed. Other works have considered how to recommend to a developer the next steps to take in a task. For example, Zimmermann and colleagues mined version control information to recommend other places in the code to edit based on how changes in the past touching similar code were completed [16]. The approach we consider in this paper attempts to take the first step in this process by providing the first resource or file to consider.

3. ASSESSING THE DATA

To be able to make a helpful starting point recommendation, we need to determine if the resources considered and changed as part of tasks have any overlap. If there is no overlap, the approach of using how other tasks have been completed is not likely to be useful. If there is overlap, it is worthwhile to investigate algorithms based on this data.

The data we assess is drawn from the repositories associated with the Eclipse Mylyn open source project. When a new feature is worked on or a bug is solved, it is the custom in this project that task contexts [4] representing the work performed on the task are attached to the issue describing the feature or bug. A task context includes all resources selected or edited as part of working on the task weighted by the degree to which they were interesting—worked on frequently or recently—with respect to the task. More than one task context may be associated with a task if work has proceeded at different times. The data we consider includes the task contexts for issues as well as commits associated with the issue representing the resources actually changed as part of the work on the task.

Figure 1 depicts the data and its relationships available from the Mylyn repositories. From Mylyn’s Bugzilla repository, which records tasks, we extracted 9,484 tasks (box 1 from figure 1). Each task has zero or more task context attached; we extracted a total of 3,902 task context (box 2 from figure 1) from the attached resources to each task in the Mylyn’s Bugzilla repository. We used the task id that was added to each git commit message and used pattern matching to connect the commit to the task id to get a total of 9,982 commits matched to a task id (box 3 from figure 1). We also extracted 45,824 resources from both matched git commits and contexts (box 4 from figure 1).

We would expect that the programming elements recorded as part of a task context are a superset of the programming elements recorded as part of a commit since presumably a programmer would need to touch an element before it is committed. We found that even though task contexts are supposed to keep track of all resources touched or changed there were still resources committed that were not in associated task context. On average 83% all committed resources were also in the task context. The lack of capture of all resources by task contexts means one of the following: Mylyn was not used for parts of a task, resources are changed outside of the scope of Mylyn, or resources are changed automatically. Thus we cannot solely rely on using task context to make recommendations because other resources may be necessary to complete a task and we should also include commits.

To assess the usefulness of this data for starting point recommendations, we also needed a way to determine similarity between task (or issue) descriptions. We use the standard information retrieval approach of using TD-IDF [10] values for each task. We computed TD-IDF for each task using the title, description, and comments for that task. We then determined the similarity between tasks using the cosine similarity of the TF-IDF values (e.g., [7, 6]). We formed a test set of tasks consisting of 4206 tasks from the Mylyn task repository that each have at least one attached commit or task context. Our test set of tasks had on average 1.1 task contexts and 2.8 commits.

For each task in the test set, we form the largest possible set of resources considered or changed as part of work on that task consisting of all resources related to the task, whether the code was named in a task context, or in a commit. We repeat this same process for each task to form an oracle for the resources associated for every task.

To assess the data, for each file in the test set of 4206 tasks, we compute the intersection of the resources in the oracle with a union of the total possible resources that were considered or changed in the top 10 tasks using the cosine similarity approach to the task being processed. We found an average overlap of 47% (± 35%) between the oracle for a task and the possible set of data from which to recommend. This overlap lends evidence that there is similarity between work performed on similar tasks making a recommendation of a starting point possible.

4. ALGORITHM

The algorithm that we investigate to find a starting point recommends a resource by finding the intersecting resources of similar tasks. We use cosine similarity to find and order ten tasks (T1, . . . , T10) that are most similar to the task for which we want to find a starting point (T0). We then compute the intersection of all resources between the two top ranked similar tasks (e.g., T1 and T2). If there are one or more common resource we return one random resource. If there are no resources in common, the algorithm proceeds by comparing the resources of T1 and T2, selecting a common resource to return if one exists. The algorithm continues in this manner until a resource is found to recommend.

Applying this algorithm to the 4206 tasks for Mylyn that have at least one context or commit, we return one resource for each task with a precision of 0.21. We focus on precision because we want to see if our one recommendation is correct; recall is not of interest to our problem at this time.

The algorithm performs better when the task for which the recommendation is being given (T0 above) has more than 100 files in the task contexts and commits associated
with the task. In the 424 tasks in this category, the precision rises to 0.55. This rise in precision is not surprising given the large set of potential recommendations to make correctly. The algorithm performs worse when there is only one resource associated with the task of interest. In these cases, the algorithm has a precision of 0.08. There were 409 cases in this category from our test set of tasks.

5. DISCUSSION

The algorithm we investigate in this paper is preliminary. Many open questions remain.

Order of tasks

Our testing of the algorithm does not consider the sequence in which tasks are performed. As a result, in the precision number reported, resources may have been recommended based on tasks completed after the task of interest. This choice increases the corpus of tasks which we test and may inflate precision. A realistic recommender must consider the sequence in which tasks are performed.

What is a starting point?

Our definition of a starting point in this paper is a resource that was considered or changed as part of a task. It may be that a resource we are recommending is not a suitable starting point as it may be difficult from that resource to understand why it is being recommended or to find relevant code from that point. It may also be a resource that was a red herring for the task. Empirical study is likely necessary to understand what developers consider reasonable starting points. One possibility to better assess starting points are whether there is overlap in the text of the task description with the names and comments in the resource as developers often use search to find starting points. Another possibility is that a starting point should be closely related, perhaps structurally or textually, to one of the resources changed as part of the task completion.

Other approaches

Moving forward we want to look at different approaches to recommending a starting point. Another way we could recommend is to extract features from the comments in each task in a repository using natural language processing and create a database of features. Similar work is done for classifying action items in emails [12]. Then based on an new task we can extract features from the description and use the database and retrieve similar features to use to recommend resources.

Another possibility approach to building a starting point recommender is to create an algorithm using machine learning to cluster tasks based on the resources they change. From the cluster information, an algorithm can infer what resources are necessary to complete a type of task. A recommender can then compare a new task to existing clusters to make recommendations based on the resources in the clustered tasks.

6. SUMMARY

This paper provides evidence that it may be possible to build a recommender to help a software developer know on which resource (e.g., source code file) work might start on, for a new task to be performed. An assessment of the Eclipse Mylyn open source project data showed that there is substantial overlap in the resources considered and changed as part of similar tasks when task similarity is based on cosine similarity of TF-IDF scores for the tasks. Preliminary analysis of a straightforward algorithm based on recommending a resource used in tasks similar to the task of interest can return a starting point with a precision of 0.21.
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